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Abstract
Complex event processing (CEP) is key for detecting patterns
in digital systems (e.g., smart grids and vehicular networks)
through platforms like Apache Flink CEP that decouple ap-
plication logic from distributed execution in cloud-to-edge
infrastructures. Yet, a barrier remains: system experts can
identify relevant patterns but often lack programming skills
to implement CEP applications, limiting effective use.
We present a preliminary study on using evolutionary

computation to automate CEP application discovery from
data. Experts provide examples of relevant event sequences
for an evolutionary algorithm to evolve applications to detect
similar patterns. Initial results are promising and highlight
CEP-related challenges that open new research directions.

CCS Concepts
• Information systems→ Data management systems;
• Theory of computation → Evolutionary algorithms;
Streaming models.
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1 Introduction
Complex event processing (CEP) is key for monitoring/de-
tecting service status and performance patterns in cloud-to-
edge architectures and digital systems that rely on event-
producing sensors (e.g., smart grids and vehicular networks).
Its growing adoption is driven by the ability to define rich
and complex event patterns through expressive application
programming interfaces (APIs) and decouple application
semantics from deployment and execution, allowing CEP
applications to scale up and out in cloud-to-edge continua.
As CEP systems gain traction, their usage expands from

cloud programmers to system experts with deep domain
knowledge. The latter can identify meaningful patterns, but
often lack skills to program CEP applications in modern
frameworks, a gap limiting broad adoption of CEP systems.

To address this challenge, we study the automated discov-
ery of CEP applications, which has received limited attention
despite the success of automatic program discovery in other
domains [19]. On the one hand, automated discovery can
help find patterns like those marked by an expert. On the
other hand, a pattern found through automated discovery
can support inference through a concise description of the
matching sequences if an underlying common pattern exists.

Specifically, we investigate using evolutionary computation
(EC) to generate applications from sample event sequences
of desired patterns. EC iteratively evolves a population of
candidate solutions through mechanisms inspired by nat-
ural selection (e.g., mutation, crossover, and selection) [7].
In this context, candidate solutions are CEP applications
whose fitness depends on how accurately they detect the
expected patterns in input event streams. For representing
applications in a way that can be evolved with an evolu-
tionary algorithm (EA), we rely on context-free grammar
GP (CFG-GP), an EA where candidate solutions are strings
of a language defined by a user-provided grammar [20]. A
key advantage of CFG-GP is its inherent explainability. Since
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CEP applications are explicitly defined and interpretable, sys-
tem experts can understand/refine the generated solutions,
ensuring alignment with domain-specific requirements.
Our initial study on user access tracking shows this ap-

proach is promising. Key research challenges remain, though:
(1) reducing the vast search space introduced by CEP system
APIs and (2) ensuring scalable fitness evaluations.

Organization: we introduce preliminary concepts about
CEP and EC in Section 2, we cover our problem statement in
Section 3, discuss our initial use case and result in Section 4,
present related work in Section 5, and conclude in Section 6.

2 Preliminaries
2.1 Complex event processing (CEP)
CEP is a stream processing paradigm used to identify key
patterns from streams of events carrying a timestamp and
application-specific attributes. CEP systems like Apache
Flink CEP [8] offer an API which allows users to define
patterns declaratively, specifying which events to detect, in
what order, the time constraints between consecutive or all
events, and event grouping using key-by partitioning.
Key features are contiguity constraints and skip strategies

for overlapping matches. For the former, strict contiguity
requires exact sequence matches; relaxed ignores interven-
ing events but restarts after each match; non-deterministic
relaxed allows overlaps and new matches to start at any
qualifying event. For the latter, different strategies control
the number of matches each event can contribute to. We fo-
cus on the skipToNext strategy, discarding any partial match
starting with an event for which a complete match is found.
Contiguity/skip strategy choices greatly affect performance:

Example 2.1. Suppose a stream carries the number of daily
failed login events from a set of servers. A pattern might
detect servers whose failed logins grow above a threshold
𝑇1, keep growing for 1 to 5 events, and eventually grow over
threshold 𝑇2 during a week, indicating a security threat.

1 P a t t e r n . beg in ( " s t a r t " ) . where ( even t .
f a i l e d _ l o g > 𝑇1 )

2 . f o l l owedBy ( " midd le " ) . t imes ( 1 , 5 )
3 . where ( c u r r e n t . f a i l e d _ l o g > prev .

f a i l e d _ l o g )
4 . f o l l owedBy ( " f i n a l " ) . where ( even t .

f a i l e d _ l o g > 𝑇2 )
5 . w i th in ( Time . weeks ( 1 ) ) . keyby ( even t .

s e r v e r _ i d ) ;

Strict contiguity matches only non-decreasing sequences.
Relaxed contiguity allows sequences with occasional drops.
Non-deterministic relaxed contiguity enables overlapping
matches, potentially causing a combinatorial explosion and
high computational cost.

2.2 Evolutionary computation (EC)
EC [7] encompasses optimization methods inspired by natu-
ral evolution; EAs implement these via iterative, population-
based search. Given a search space 𝑆 and a fitness function
𝑓 : 𝑆 → R (we assume, without loss of generality, to be max-
imized), an EA: (1) generates a population of many candidate
solutions (i.e., elements of 𝑆 , also called individuals) with
some non-deterministic initialization procedure, (2) repeats
the following steps until some termination criterion is met:
(i) it builds an offspring of many new individuals starting
from the current population (called parents) by repeatedly
selecting good individuals and modifying or combining them
(this step is called reproduction), (ii) it merges the offspring
and the parents to form a larger population, and (iii) trims
to the size of the initial population by selecting survival in-
dividuals. Individual selection for reproduction and survival
is specific to each EA, but is generally independent of the
search space 𝑆 . In both cases, selection is non-deterministic
but based on the comparison of the fitness of pairs of indi-
viduals: i.e., given an 𝑠1, 𝑠2 |𝑓 (𝑠1) > 𝑓 (𝑠2), 𝑠1 has a greater
probability of reproduction or surviving than 𝑠2.
The iterative procedure ends after 𝑛evals evaluations of 𝑓 .

Themechanisms according to which individuals are modified
or recombined are 𝑆-dependent and called genetic operators.
Typical operators include mutation 𝑜mut : 𝑆 → P(𝑆) and
crossover 𝑜xover : 𝑆 × 𝑆 → P(𝑆), where P(𝑆) is the set of
probability distributions over 𝑆 . In practice, 𝑜mut can be seen
as a non-deterministic operator over 𝑆 and 𝑜xover as a non-
deterministic bi-operator. The population initialization step
can be formalized as a probability distribution over 𝑆 .
The genetic operators 𝑜mut, 𝑜xover (and the initialization

step) are key in making an EA capable of solving a problem,
establishing how the population moves (and where it starts
from) in 𝑆 , hopefully towards a point 𝑠★ which maximizes 𝑓 .
Ideally, they should have a good locality, i.e., make similar
solutions have similar fitness, while granting the closure
property, i.e., ensuring that each operator application pro-
duces a solution in 𝑆 . Meeting these requirements for an
arbitrary 𝑆 is hard. We use an EA, CFG-GP, which meets this
challenge with an indirect representation of solutions.

CFG-GP [20] is a form of genetic programming (GP) [11]
(an EA initially adopted to evolve computer programs) where
solutions are strings of a language defined by a context-free
grammar (CFG). Internally, CFG-GP manipulates solutions
through their genotypes, which are production trees.

Formally, a CFG 𝐺 is a tuple (𝑇, 𝑁, 𝑅, 𝑛0) where 𝑇 is a set
of terminal symbols, i.e., the alphabet including all the sym-
bols the strings of the language L(𝐺) are made of, 𝑁 is a
set of non-terminal symbols (disjoint from 𝑇 ), 𝑛0 ∈ 𝑇 ∪ 𝑁 is
the starting symbol, and 𝑅 is a set of production rules. Each
production rule is composed of a left-hand-side non-terminal
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symbol and a right-hand-side sequence of terminal or non-
terminal symbols. A common way to concisely represent a
grammar is through the Backus-Naur form (BNF). In this
work, we designed a grammar for CEP applications: we in-
clude symbols and rules for representing fixed constructs (as,
e.g., the where and followedBy clauses) and others for rep-
resenting variable parts depending on the problem at hand
(as, e.g., the event . failed_log property name).

In CFG-GP, genotypes are production trees: ordered trees
where nodes are labeled with symbols in 𝑁 ∪ 𝑇 , the root
with 𝑛0, terminal nodes with symbols in𝑇 , and non-terminal
nodes with symbols in 𝑁 . Each non-terminal node labeled
with𝑛 ∈ 𝑁 has children matching (in order and labels) one of
the production rules having 𝑛 as left-hand side. By traversing
terminal nodes from the first to the last, one can obtain a
string of the language L(𝐺) defined by 𝐺 .

CFG-GP’s operators act directly on production trees, ran-
domly replacing a subtree with a newly generated one com-
patible with𝐺 and the replaced subtree’s root (mutation), and
randomly exchanging two compatible subtrees of the two
parents (crossover). The initialization procedure produces
random production trees with depth in a given interval.
Concerning the EA components not depending on 𝑆 , in

this work we use a standard version of GP backing CFG-
GP. Namely, we use tournament selection with size 𝑛tour in
reproduction, truncation for survival selection, a population
of 𝑛pop individuals, and an offspring with the same size 𝑛pop.
When doing reproduction, we apply the crossover operator
with probability 𝑝xover, otherwise, we apply mutation.

3 Evolution of complex event processing
applications

Figure 1 overviews the automated discovery of CEP appli-
cations we envision: 1 Data sampling: A sample event
dataset is created from the live input stream. 2 Identifi-
cation of sample patterns: An expert marks relevant event
sequences. 3 Automated customization of the grammar: The
expert possibly selects some attributes of interest or imposes
bounds to thresholds or durations, which are then reflected
in the problem-dependent parts of the grammar. 4 Evo-
lutionary optimization: CFG-GP runs an evolution with the
customized grammar and a fitness function working on the
sample dataset through the CEP engine. 5 Deployment of
CEP applications: The best evolved CEP application is de-
ployed on live data. 6 Continuous drift monitoring: The
expert monitors the CEP application performance, assessing
whether new applications are needed or if some are obsolete.

Our preliminary study focuses on steps 2 – 4 . We
simulate 2 by defining a target CEP application and
marking all matching events as those identified by an expert.
Then, 3 – 4 run the evolutionary process to generate CEP

CEP platformlive data stream
sampling1

sample
dataset

system
expert

identification of sample patterns2

3 extraction of genotype building blocks EC platform

evolutionary
optimization4 fitness eval. - sample data

deployment5

continuous drift monitoring6 patterns

Figure 1: CEP application discovery process (overview).

applications. We analyze these steps to evaluate the appli-
cability of EC (i.e., the quality of candidate applications and
the computational cost to assess their fitness) and identify
the challenges arising from the joint use of a CEP and an EA.

We assess quality using the 𝐹𝛽 score, a common effective-
ness measure for information retrieval and binary classifi-
cation. 𝐹𝛽 is a weighted harmonic mean of precision (Prec)
and recall (Rec), defined as 𝐹𝛽 = (1 + 𝛽2) Prec Rec

𝛽2Prec+Rec , where 𝛽
determines the relative precision vs. recall importance. In
our context, the precision is the rate of sequences the appli-
cation matches that are actually to be matched; the recall
is the rate of sequences to be matched that are matched by
the application. We set 𝛽 = 1 and hence operate with the 𝐹1
score as fitness since both precision and recall are equally
critical for complex events detection.
The computational cost for each candidate application is

defined as the time required to deploy said application at the
CEP engine, execute it, collect the matched sequences, and
compare them with the ones marked by the system expert.
Concerning the grammar 𝐺 , we design it to contain the

following constructs from the API of Flink CEP:
Event pattern An individual event within a sequence, the

fundamental building block of a CEP application.
Simple conditions Conditions applied to an event, deter-

mining whether it should be included in the pattern
based solely on its attributes. Multiple conditions can
be combined using boolean operators (and, or).

Quantifiers The expected number of occurrences of an
event in a pattern, including:
• oneOrMore(), for one or more occurrences of an
event;

• optional () , to possibly match but not require an
event;

• times(n), tomatch exactly n occurrences of an event;
• times(a , b) to specify that the event occurs between
a and b times (inclusive).

• timesOrMore(n), to match an event n or more times.
Contiguity conditions Conditions on how events are

matched with one another, including:
• next () , for strict contiguity, i.e., consecutive events;
• followedBy(), for relaxed contiguity;
• followedByAny(), for non-deterministic relaxed con-
tiguity, allowing multiple possibly overlapping se-
quences.
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Time constraints Constructs like within(time), imposing
a maximum time window for a sequence to match a
pattern or to be discarded otherwise.

Keying mechanism Constructs like key_by(key), enabling
the partitioning of event streams by a set of attributes.

Our code is found at https://zenodo.org/records/15299657.

4 Use case and Preliminary Results
4.1 Experimental setup
Our use cases focus on user access tracking on a server
based on a live stream of login attempts. The sample dataset
consists of≈ 600 login events, each a tuple carrying the UNIX
time of the attempted login, the IP address attempting the
login, and a Boolean indicating if the login was successful.

For the first use case, we aim to identify sequences of failed
logins followed by a successful login for each unique IP ad-
dress in the sample dataset (≈ 90 distinct IPs). 100 sequences
are matched, with lengths ranging from 2 to 57 tuples. For
the second use case, we aim to identify 5 to 10 failed logins
(from any IP) within 10 s. The number of matched sequences
is 674, with sequence lengths ranging from 5 to 10 tuples.

For both experiments, we choose the skipToNext strategy
(see Section 2.1). This choice reduces the computational cost
required by looser skip strategies in which, e.g., every pos-
sible match is potentially emitted. All experiments run on
a server equipped with an Intel(R) Core(TM) i7-4790 CPU
running at 3.60GHz. The system features 4 physical cores
and 8 logical threads. The machine has 8GB of memory and
runs Java 21. We utilize JGEA [16] for the CFG-GP implemen-
tation and Apache Flink CEP [8] for the CEP engine. JGEA
evaluates concurrently the fitness of candidate individuals in
the same iteration of the EA: we set it to use all the 8 logical
threads. We set a limit of 𝑛evals = 5 000 fitness evaluations
as the stopping criterion for CFG-GP and we set 𝑛pop = 100,
𝑛tour = 5, and 𝑝xover = 0.8 (widely adopted settings for GP).
To avoid handling too large trees, we enforce a maximum
depth 𝑑max = 16 for the production trees built in the process.
We deploy Apache Flink CEP using Docker Compose,

with separate Docker containers for the JobManager and
TaskManager. Each TaskManager is configured with 16 Task
Slots, ensuring efficient parallel processing of Flink CEP jobs
(EA individuals). We allocated 2GB of process memory for
the JobManager and 5GB for the TaskManager.
To minimize computational costs in the experiments, we

capped each individual evaluation at 60 s. We determined
this time limit based on the observed average execution time
of Flink CEP jobs when evaluating different individuals, en-
suring that only a negligible number of cases were excluded,
thereby minimally impacting the EA behavior. The presence
of CEP patterns exceeding the 60 s threshold is because, upon
reaching the timeout, the Flink CEP client signals the Flink
CEP cluster to cancel the job, but additional time is required
to complete the cancellation once the request is issued.

0 2 000 4 000
0

0.5

1

0 2 000 4 000
N. of fitness evaluations

𝐹
1

Use case 1

N. of fitness evaluations

Use case 2

Figure 2: Fitness 𝐹1 of the best individual in the popula-
tion during the evolution for the two use cases: the line
shows the median across 10 repetitions of the evolu-
tionary optimization; the shaded area shows the first-
third quartile range.
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Figure 3: Distribution of the evaluation time for all the
CEP applications generated during the 10 evolutionary
runs for the two considered use cases.

4.2 Results and discussion
We run CFG-GP 10 times for each use case by varying EA’s
random seed. Figure 2 shows the fitness (i.e., 𝐹1) of the best
individual in the population (median/interquartile across rep-
etitions) during the evolution. Figure 3 shows the distribution
of the evaluation time for all individuals (i.e., applications).
Results show that EC can be used to automate the discov-
ery of CEP applications, though its current effectiveness is
limited—some of the repetitions do not find any application
with an 𝐹1 greater than zero. Several challenges highlight
open research directions in the EC for CEP context, though.

Long evaluation times for fitness assessment. As Figure 3
shows, evaluating the fitness of candidate applications is
computationally expensive. We believe that this is due to
(a) our non-trivial practical settings, where JGEA submits ap-
plications to a Flink CEP cluster not running in the same JVM,
and (b) the potential high complexity of candidate applica-
tions. While the former cause might be mitigated by running
the CEP engine closer to JGEA, this might only change the
trade-off between deployment time (shorter, because net-
work communication is faster) and running time (potentially
longer, since the engine would run on a single machine). For
the latter cause, several techniques could reduce the complex-
ity of generated artifacts by, e.g., simplifying them during
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or after the evolution [6], imposing a secondary objective
other than just fitness [5], and enforcing simplicity directly
in the search space [4]. Further research can thus study the
benefits of these approaches in this context.

A key observation is that, for a candidate application, low
fitness does not necessarily imply low computational cost. In
early generations, individuals with poor fitness may define
patterns that match most of the input data most of the time,
leading to substantial computational overhead. It is thus
important to implement early termination mechanisms. If
certain patterns are not detected at specific positions within
a stream, their evaluation could be, e.g., halted early. Also,
initial fitness evaluations could run on portions of the sample
dataset, expanding only when individuals exceed a prede-
fined fitness value. Another strategy is threshold-based early
termination to stop evaluations if the number of detected
patterns exceeds a limit over a portion of the stream.

Efficient exploration of large search spaces. The search
space for candidate applications is inherently large due to
the extensive APIs provided by CEP systems, composable in
multiple ways. In our setup, the search space is narrowed by
automating the extraction of information from sample pat-
terns. System experts can be prompted to specify constraints
like: (a) Should all attributes be used, or can some be ignored?
(b) Are constant-value attributes within a pattern possible
key-by attributes? (c) Do overlapping sequences represent
instances of the same pattern? An open research question
remains: how can an optimal API subset be automatically se-
lected (at least initially) to reduce the search space and boost
evolutionary approaches’ efficiency for CEP applications?
Another observation stems from the difference between

the results of use case 1 and 2. While for the former the
fitness continuously increases (in median) to good values,
it soon stagnates for the latter to a rather low value for all
the repetitions. We believe this might be due to the popu-
lation falling in a local optimum, i.e., an application that is
relatively good but far from the optimal one. Previous works
exist where this problem has been addressed successfully:
for example, in the context of the evolutionary inference
of regular expressions, [2] proposes to split the problem of
learning a single regex for many kinds of desired extractions
into several simpler problems, each with more homogeneous
extractions. We leave to future work the investigation about
the use of this approach in the context of CEP applications.

5 Related work
To the best of our knowledge, no other studies investigate
CEP applications discovery from data using EC and tested on
CEP engines widely used in production systems. There are,
however, other works for (partially) automatic discovery of

applications and other usages of EC for inferring applications,
or other artifacts (as, e.g., regular expressions) from data.

CEP applications discovery alternatives. While we rely on
EC to evolve applications from sample event sequences, other
studies explored, e.g., rule-based learning, machine learning
classification, and deep learning-based pattern recognition.

Margara et al. [14] propose iCEP, a framework for automat-
ing application generation from historical event traces. iCEP
refines constraints iteratively to extract event patterns using
a modular approach to define time windows, event attributes,
and sequence constraints. Unlike traditional machine learn-
ing, it models event traces as sets of constraints.

Mehdiyev et al. [17] explore machine learning techniques
for automatic application extraction. They apply rule-based
classifiers to identify event patterns and match complex
event rules, leveraging historical data to improve accuracy
and reduce manual effort in defining applications.
Liu et al. [13] present a framework that integrates a two-

layer LSTM with an attention mechanism and a decision
tree-based data mining algorithm, enabling the automatic
extraction of meaningful applications from IoT data streams,
with a specific application to air pollution forecasting.

Unlike our work, such approaches as well as others
such as [9, 10, 12], while proposing relevant techniques,
are not evaluated with an engine like Apache Flink CEP,
which is widely used in production systems. Evaluating with
production-level engines is crucial not only to ensure the ap-
plicability and usefulness of the results in practical settings
but also to realistically assess the computational costs associ-
ated with the fitness evaluation of candidate solutions, which
impacts the feasibility and scalability of such approaches in
real-world deployments. The only exception is [13] which,
however, only refers to the final deployment of a CEP ap-
plication on Flink CEP without assessing its computational
costs or detailing which Flink CEP APIs are being used.

EC for other applications generation. For their ability to op-
timize over non-trivial search spaces, EAs have been widely
used to infer artifacts acting as rules, binary classifiers, or ex-
tractors from data, including regular expressions [3], signal
temporal logic formulae [18], and access control policies [15].
In most cases, the space of solutions can be defined as a

regular language, hence through a CFG. Also, the quality
of candidate solutions is often assessed by applying them
to some data and measuring how close their outcome is
to a target outcome. For example, in [3], where the goal
is to synthesize a regular expression that matches all and
only the text snippets marked by the user, the quality of
candidate solutions is assessed using the precision at the
level of matches and the character level.

Our work shares several aspects of other studies applying
EAs for inferring rules from data: the definition of the search
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space through grammar and the use of understandable infor-
mation retrieval indexes for driving the search. However, we
remark that our search space is particularly expressive due
to the large APIs of CEP systems. Also, as applying a CEP
application may be computationally expensive, as it may
match a large number of events, special care has to be taken
when exploring the space of CEP applications with an EA.
From this point of view, our scenario resembles that of signal
temporal logic [1]. Indeed, the similarity of this framework
to stream processing has been noted [4].

6 Conclusions and future work
Our initial study aims at simplifying the design of CEP appli-
cations for system experts with deep domain knowledge but
lacking programming skills. We thus explore how EC can
automate the discovery of CEP applications, with experts
providing sample patterns from a dataset and automatically
evolving candidate applications that detect similar patterns.
To the best of our knowledge, ours is the first study that

investigates the combined use of EC and CEP with an empiri-
cal assessment based on Apache Flink CEP, a widely adopted
production-level framework. Our initial results are promising
and can stimulate research (1) towards improving feedback
mechanisms based on active learning, or integrating hu-
man-in-the-loop feedback through grammar customization
(pre-optimization) and direct marking of example sequences,
and (2) towards further enhancing the scalability of fitness
evaluation for candidate applications when jointly using EC
and CEP frameworks in evolutionary processes.
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